# Introdução

“Software é um lugar onde sonhos são plantados e pesadelos são colhidos...” (PRESSMAN apud Cox, Brad J., 2009, p. 3).

O software é uma coleção de instruções que permitem que usuários interajam com o computador ou que o computador execute trabalhos específicos para eles. Sem o software o computador seria inútil (COMPUTERHOPE, 2012).

Para Rouse(2006),  software é o termo comum utilizado para diversos tipos de programas utilizado para operar computadores e dispositivos eletrônicos. Eles diferem do hardware que por sua vez são as partes físicas desses equipamentos como monitores, teclados, telas, mouse, etc.

Pressman (2009, p. 3) diz que o software entrega o produto mais valioso do nosso tempo: informação. Essa informação é proveniente de diversas fontes e serve para diversos fins, desde a pessoal conta bancária, sistemas corporativos, até softwares de atividades específicas. O autor define software como sendo: “Instruções (programas de computador) que quando executadas provêm características, funções e performance desejadas, bem como suas estruturas de dados que habilitam o programa a manipular informações adequadamente, e informação descritiva nas formas impressa ou virtual que descrevem a operação e uso do programa” (PRESSMAN, 2009, p. 4).

Summerville (2011, p. 4) diz que “nós não podemos andar no mundo moderno sem software”. O autor informa que softwares não estão limitados pela lei da física, não sofrem restrições das propriedades de materiais, logo não há limites naturais para a potencialidade de um software. Porém, por causa dessa falta de restrições físicas, os softwares podem tornar-se complexos, difíceis de entender, caros para serem adaptados e muitas vezes insatisfatórios.

O bom software na definição de Summerville (2011, p. 6) deve entregar a funcionalidade e performance desejada para o usuário e deve ser sustentável, confiável e usável. Algo muito simples de ser dito, porém difícil de ser cumprido. Como informa Boehm (2006, p. 13), nos anos 60 popularizou-se a técnica de desenvolvimento “code and fix” onde o software é construído, entregue, o usuário descobre uma série de problemas, o software é então reconstruído e o ciclo continua até o encerramento do projeto e segundo o próprio autor essa abordagem ainda é bastante popular o que atrapalha que projetos de software alcancem a definição de Summerville.

Outras fontes de problemas que ocorrem na criação de software apresentados por Charrete (2005, p. 3) são: Metas de projeto não realistas ou não articuladas, estimativas inapropriadas de recursos, fraca comunicação sobre o andamento do projeto, riscos não gerenciados, fraca comunicação entre cliente, desenvolvedores e usuários, uso de tecnologia imatura, inabilidade de lidar com a complexidade do projeto, práticas de desenvolvimento inadequadas, fraco gerenciamento de projeto, política dos envolvidos no processo, pressões comerciais e má definição dos requisitos.

“Aos requisitos estão associados os principais problemas do desenvolvimento de Software. Requisitos que não refletem as reais necessidades dos usuários, incompletos e / ou inconsistentes, mudanças em requisitos já acordados e a dificuldade para conseguir um entendimento comum entre usuários e desenvolvedores são as principais dificuldades provocando retrabalho (...) e a insatisfação de clientes e usuários de Software” (BLASCHEK, 2012, p.1).

Já para Brooks (1995, p. 14): “Mais projetos de software se deram mal por falta de controle de tempo do que por todas as outras causas combinadas”.

Sejam quais forem as origens do problema, a correta gestão do processo construtivo de sistemas poderá evitar: “Incorreta implementação das regras de negócio; Performance inadequada; apresentação confusa da informação; pouca preocupação com a usabilidade; dificuldade de manutenção e entendimento pela equipe técnica; não confiabilidade dos resultados; suporte inadequado às necessidades de negócio” (RICE, 2006).

Segundo o Chaos Report publicado pela Standish Group (2009) apenas 32% dos softwares produzidos são um sucesso: Atendem às expectativas do cliente no prazo e orçamento correto. Embora esse número seja contestado por autores como Glass (2005, p. 112), que conclui que há muitos mais sucessos que aqueles estipulados pelo Standish Group a falta da gestão adequada ainda faz com que muitos erros sejam cometidos durante o processo.

O que ocorre é que o desenvolvimento de softwares é uma atividade laboriosa, complexa, cara, com alto grau de criatividade em que ao longo dos anos é tratada como uma profissão técnica. Esse tratamento produz um efeito interessante. Tecnicamente a engenharia de software evoluiu bastante, dos antigos sistemas de cartões perfurados para o processamento e aplicações em clouding computing, porém alguns problemas perpetuam: A dificuldade de extrair as necessidades dos usuários (BLASCHEK, 2012, p. 1), os problemas na comunicação (VALLE ET AL, 2010, p. 66) e a implementação insatisfatória dos produtos de software são algumas das grandes causas da insatisfação de usuários, clientes e desenvolvedores de software.

# Engenharia de Software

A engenharia de software é importante, pois ela define, processos, métodos e ferramentas necessários para o correto desenvolvimento de software (PRESSMAN, 2009, p. 14). Esse capítulo irá conceituar a engenharia de software que é a responsável pela criação, aperfeiçoamento, implementação e manutenção de sistemas de informações profissionais.

O desenvolvimento de software remonta desde os anos 40 (BIZYMONS, 2012), já o termo engenharia de software nasceu durante os anos 50 (BIZYMONS, 2012). O problema básico com a engenharia de software é que ao contrário das outras engenharias, ela cria algo que não pode ser vista no mundo físico. Tudo é feito virtualmente ou no papel (planos). Por isso há dificuldade em implementá-la sem um modelo adequado (BIZYMONS, 2012).

Sonmez (2011) acredita que o desenvolvimento de software não poderia ser comparado à engenharia. Para ele a engenharia existe há centenas de anos e amadureceu ao ponto de tornar-se uma ciência mensurável, porém software apareceu apenas há algumas décadas, portanto ainda é relativamente imaturo para ser considerado uma disciplina de engenharia.

Já para Pressman (2009, p. 13), a realidade do mundo em que o software está inserido leva a uma conclusão: “software em todas as suas formas e por todos os seus domínios de aplicação devem ser tratados como engenharia”.

A engenharia de software nos ajudar a construir sistemas maiores, mais complexos, mais adaptáveis à mudança de demandas (SOMMERVILLE, 2011, p. 4).

A engenharia de software se destina a apoiar o desenvolvimento profissional de software, em vez de programação individual. Inclui técnicas que suportam a especificação de programas, projeto e evolução (SOMMERVILLE, 2011, p. 5).

Já para Boehm (1984, p.1), a engenharia de software deve existir, pois, claramente o mundo possui recursos limitados. Nunca há tempo ou dinheiro para que toda funcionalidade desejada seja inserida em um produto de software.

Khrishna (2011) fala que, programar é uma habilidade que pode ser aprendida de forma semelhante a uma matéria escolar como matemática, a prática faz com que o programador fique cada vez melhor. Assim como na matemática 1+2 sempre será igual a 3, na programação a instrução ou está certa, ou está errada. Não há outra solução possível.  A autora alerta que já o desenvolvimento de sistemas é algo um tanto mais complicado. Desenvolver software é entender seus clientes e usuários, conversar com eles, observá-los, trabalhar em equipe e gerar um produto de qualidade. Não há necessariamente a resposta certa. Prever comportamento não é possível.

Para Pressman (2009, p. 12), o para criar sistemas com sucesso, a equipe deve pensar em quatro camadas fundamentais. A primeira camada é aquela responsável por prover foco na qualidade, toda organização deve ser comprometida com a qualidade, pois é ela que proverá a satisfação de clientes e usuários. A segunda camada é a de processos, que funciona como uma espécie de cola que junta a camada de tecnologia e possibilita o desenvolvimento racional e oportuno de softwares. A terceira camada é a de métodos que dita o como fazer. A última são as ferramentas que, como o próprio nome diz são aquelas que suportam os métodos e processos na construção do software.

Para esse trabalho será utilizada para definir o desenvolvimento de software as definições de Pressman que diz: “A engenharia de software é a aplicação de uma abordagem sistemática, disciplinada e quantificável para o desenvolvimento, operação e manutenção do software” (PRESSMAN, 2009, p.13) e de Sommerville: “A Engenharia de software é uma disciplina da engenharia que se preocupa com todos os aspectos da produção de software, desde as fases iniciais de especificação do sistema até a manutenção do mesmo depois de ter entrado em uso”.

# Facilidades e Dificuldades no Desenvolvimento de Software

Conforme afirmado por Sommerville (2011, p. 4): “softwares não estão limitados pela lei da física, não sofrem restrições das propriedades de materiais, logo não há limites naturais para a potencialidade de um software”. Isso faz com que o software esteja presente em quase toda a vida moderna, “desde o controle de usinas hidrelétricas à armazenagem de registro de talões de cheque” (SEBESTA, 2003, p. 19).

Esse capítulo abordará algumas facilidades e dificuldades no desenvolvimento de software.

Dentre as principais facilidades podem ser descritas: A quantidade de ferramentas (linguagens de programação) disponíveis, o reuso de partes de outros sistemas, o custo decrescente de hardware e as características do profissional de software. Essas vantagens serão agora melhor detalhadas.

A quantidade de linguagens de programação disponíveis. As linguagens de programação são as principais ferramentas de desenvolvimento de software. O site Scriptol (2012) contabiliza mais de 400 linguagens de programação disponíveis para serem utilizadas nas mais variados tipos de problemas. Desde as linguagens mais básicas até aquelas utilizadas para manipular Big Data e sistemas críticos.

O reuso de partes de outros sistemas. Os especialistas em desenvolvimento de software sabem que não criam um sistema completo, do zero. Ao contrário eles reutilizam suas soluções que funcionaram no passado e que pode ser aproveitada no novo software (GAMMA et al., 1994, p. 11).

O custo decrescente de hardware o que possibilita que mais e mais pessoas tenham equipamentos eletrônicos e aumenta a demanda de software. Uma tabela comparativa desenhada pela Software Metrics (2012) apresenta o comparativo entre o índice de custo de hardware e a estimativa de softwares desenvolvidos por ano.

| **Ano** | **Índice do Custo de Hardware** | **Quantidade de Softwares** |
| --- | --- | --- |
| 1960 | 678 |  |
| 1970 | 75 |  |
| 1980 | 10,5 | 150 |
| 1990 | 0,5 | 19.000 |
| 2000 | 0,3 | 42.000 |

Tabela 1Estimativa de custo de hardware e quantidade de softwares

Os desenvolvedores de software são classificados como profissionais de conhecimento (do inglês (knowledge worker) e como tal são motivados não só pelo salário, mas principalmente conquistas e capacidade de resolver problemas (AMABILE et al., 2010). Visão corroborada por Asproni (2004, p. 3) que classifica como o item motivacional mais importante para esses profissionais a conquista, a possibilidade de crescimento na carreira e o trabalho em si. Nas pesquisas realizadas o salário aparece apenas na décima posição.

Porém, nem tudo são flores no processo de desenvolvimento de softwares, há grandes dificuldades que devem ser superadas. Dentre elas, algumas das mais importantes são: A dificuldade de comunicação, complexidade dos softwares atuais, redução de custos de TI, necessidade de conformidade de padrões de mercado.

No processo de criação de software (e em todo mundo corporativo) nós lidamos com restrição de recursos. Nunca há tempo ou dinheiro suficiente para cobrir todas as funcionalidades que são desejadas no produto de software (BOEHM, 1984, p.1). Um recurso não levantado por Boehm tem se tornado cada vez mais restrito, o profissional de desenvolvimento de software (KLAWE et al., 2005, p.27). O prof. Mehran (2012) corrobora com a informação. Para ele, apenas 6% dos alunos da graduação de Stanford que iniciam o curso de Computação Científica irão tornar-se “engenheiros” de software.

# Necessidade do uso de metodologia

As dificuldades mencionadas no tópico anterior leva à necessidade de utilização de metodologia para desenvolvimento de sistemas que é “o estudo dos caminhos, dos instrumentos usados para se fazer pesquisa científica, os quais respondem o como fazê-la de forma eficiente” (.

# Tipos de Metodologias

# O porquê do Agile

# PMBOK

# PMBOK e Agile
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